Implementation of Software Defined Networking for IoT using Virtualization
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Abstract: Software Defined Networking (SDN) in an emerging networking architecture and IoT devices are ubiquitous in today's technologically developing world. In this work we use SDN to route the packets and simulate IoT devices using Virtual Machines. This work compares three encryption methods- AES-128, AES-256 and DES when they are employed for transmitting data between the IoT devices. A man in the middle attack is also simulated to validate the working of encryption methods. A feature is also provided to the user to use UDP sockets as opposed to the conventional TCP sockets. On comparing the algorithms, it can be determined that for large string lengths, AES-128 takes the shortest time to encrypt data.
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1. INTRODUCTION

Software-Defined networking architecture that is dynamic, manageable, cost-effective, and adaptive, making it appropriate for today's high-bandwidth, dynamic applications. The network control and forwarding tasks are decoupled in this design, allowing network control to be directly programmable and the underlying infrastructure to be abstracted for applications and network services. The Internet of Things (IoT) is a term that refers to all devices that are connected to the internet. In this technologically growing world, the need to get real time information is also increasing at a rapid pace. That’s where IoT devices come in- they are connected to the internet, be it a government owned module with a sensor array that continuously calculates the pollution level in a region or just a simple sensor that is used to get the temperature of the surroundings, if it is connected to the internet, it is an IoT device.

Since there are situations where IoT devices need to communicate with each other, it makes sense to have a secure connection between them. That is the premise of this work. If confidential information is being transmitted between IoT devices, it could be detrimental if it is intercepted. The only way to secure it is to encrypt the data before transmission, because even if it is intercepted, the attacker can’t decipher the contents. In this work, we simulate 2 IoT devices that can communicate with or without encryption. We also simulate a man in the middle attack and compare the three protocols- AES-128, AES-256 and DES. All the networking is done using SDN.
2. LITERATURE REVIEW

In Al-Hayajneh et al [1], the authors have discussed the increase in usage of Internet of Things in various fields, such as wireless sensors, medical devices, home sensors, and so on. Due to this, security becomes a key aspect which is often overlooked due to the high number of possibilities and vulnerabilities in networking configurations. As IoT devices are based on the internet and can contain a lot of confidential information in its data transmission, it is important to focus on the security aspects of these devices. This paper implements a Software Defined Networking (SDN) based approach, due to its ease of configuration and also its efficiency in overcoming the shortcomings of traditional networking.

In Ramakrishnan et al [2], the authors have reiterated the growth of IoT in the network domain. Virtualization is a primary technology in the IoT domain and it is a major cause of the growth of IoT so rapidly. This paper visualizes the benefits and weaknesses related to the techniques employed in current IoT devices, while also discussing the ways in which virtualization can mitigate those issues in the future.

3. METHODOLOGY

In this work, with the help of the literature review as above, the IoT device construction was done with the help of Virtual Machines on Amazon Lightsail. These VMs act as a representation of the physical IoT device. A total of 3 VMs were created here, with one each being for the 2 IoT devices, and one being for a simulated Man in the middle, which we have used to simulate an actual case of a malicious attacker.

A. Changing the encryption algorithm in the socket

There are several encryption algorithms that exist in today’s networking. Some of the more popular ones are RSA, AES and DES. In this work, the aim is to be able to change the encryption algorithm in the socket transmission so that the data, even if packet sniffing applications like Wireshark are used, is secure.

We simulated a communication between the IoT devices with the help of a socket connection, either using a simple unencrypted socket, and a socket encrypted with either of the above encryption algorithms. For this work, we have given the server side VM 4 options – AES-128, AES-256 and DES.

AES-128 is virtually unbreakable, and would take even the most powerful supercomputers several hundreds of years to brute force the key. While there are other methods like side channel attacks, this is only possible if the private data is somewhat related to the actual data that is to be transmitted. It is for this reason that in this work, the user has no control over choosing the key that is used for AES encryption; a random key is generated with the help of inbuilt OS libraries in Python. As a result of this, the RSA algorithm has to be used so as to provide a secure means to exchange the keys from server to client. It is to be noted that eventually, a JSON file is sent from the server to the client, mimicking the actual mode of transmission between any two IoT devices. Further to AES-128, AES-256 uses a 32 bit key, which is also unbreakable, thereby providing that much more security to the data that is being transmitted. Finally, DES was one of the earliest encryption algorithms, which helped in advancements in the field, but its 56 bit key is on the easier side to be broken. Hence, its use in modern cryptography has reduced.

In this paper, the Electronic Code Block cipher methodology is used in all 3 algorithms. It is easier because of direct encryption of each block of input plaintext and output is in the form of blocks of encrypted ciphertext.

A general schematic of the algorithm flow is shown in the following figures, which is applicable to all 3 algorithms.

The 3 VMs were installed with Amazon Linux operating system, while having defined IP addresses for all of them. These VMs were then accessed using the local Terminal (or command line interface) and the project was coded entirely in Python. All 3 VMs are kept in the same network for sake of ease and cleanliness of network management, but the idea of the project remains identical even if the devices were configured to be in different networks.
Fig. 1 The schematic of the encryption algorithm being used in this work
When an unencrypted mode of communication is chosen, the application windows in the Terminal look like this:

Fig. 3 Server Terminal Window
As we can see in the above screenshots, the communication is firstly established using a TCP protocol. This can be changed to UDP, which is explained in the further sections. Then, the server admin is responsible to choose whether encryption is to be done or not. In the above case, encryption is not chosen, thus we can see in Fig. 3 that the third man in the middle VM was easily able to sniff the packets being transmitted and obtain the transmitted data.

In case the server admin decides to encrypt the socket communication, the Man in the Middle attack will fail, as is seen in Fig. 5.
This application also shows the time taken for each of the encryption and decryption operations being performed, which will be elaborated in the following sections.

As we can see above, and will be seen in the following figures, the first step before data transmission is done is to exchange the key between the client and server. It is once that key exchange is done successfully will the actual data transmission begin.

Similarly, the Terminal windows for AES-256 and DES are shown below:
Fig. 8 AES-256 on the client side

Fig. 9 DES on the server side
B. Changing the encryption algorithm in the socket

Currently, this work allows changing the protocol of the socket connection between TCP and UDP. This feature was also implemented as the size of the data packets as well as its kind may not be ideal for TCP, and UDP may achieve the transmission quicker. The implementations of the same are shown below.
4. RESULTS

A. Changing the Encryption Algorithm

It is evident from the encryption time that AES-256 takes the highest amount of time to encrypt data, while AES-128 and DES take about the same time, with the latter taking marginally more time. However, as the length of the text goes above 500 characters, DES starts to perform almost the same as AES-128, and in fact, the latter now starts to perform slightly better.

The decryption times are almost identical in all the 3 algorithms, but AES-128 here, too, seems to be the quickest mode of decryption, especially gaining some time over AES-256 as the length of the input data increases. DES performs worse than both the others in terms of decryption time, however the difference is negligible.
B. Changing the L4 protocol of the Socket

![Graph comparing data transmission time between TCP and UDP Socket](image)

**Fig 14. Comparing data transmission time between TCP and UDP Socket**

It is visible from the above graph that both TCP and UDP perform very similarly in the smaller text region, but when the number of characters increases to nearly 10000, TCP is much slower than UDP, almost by a factor of 2. It is to be noted that 10000 characters is only about 10 KB of data, which is still on the smaller side for real world data. Hence, UDP is shown to be better for this kind of data.

5. CONCLUSIONS AND FUTURE SCOPE

In conclusion, we see that when any form of encryption is employed for a communication, it is almost impossible to decipher it. It is also observed that it takes relatively less time for AES-128 to encrypt large strings of data. It can also be noted that the man in the middle attack could not extract information when encryption was employed.

The future scope of this work is to migrate this to actual IoT devices and add more encryption choices. We could also add a feature to use SS. In addition to this, we can make the sender automatically change encryption algos based on the lengths of the strings chosen.
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